**Data Pre-Processing**

**In this milestone, we will be pre-processing the dataset that is collected.**

**Pre-processing includes**

1. Handling the null values.
2. Handling the categorical values if any.
3. Normalize the data if required.
4. Identifying the dependent and independent variables.
5. Split the dataset into train and test sets.

**1)Import Required Libraries**

**Step 1**- Launch Jupyter notebook through anaconda navigator or anaconda prompt.

**Step 2**- Create a new notebook by clicking on "new" button on the top right corner of the page.

The libraries can be imported using the import keyword. Insert commands as shown below.
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**2)Read The Dataset**

The dataset is read as a **dataframe** by using pandas library. Insert the commands as shown below

(Here ds is referred as **dataframe & pd** is the alias name given to pandas library).

To read the data set we have use the following code:

#import Dataset

Ds=pd.read\_csv(“dataset\_website.csv”)

Ds.head()

Sample out put

![](data:image/png;base64,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)

**3)Handling Null Values**

Checking for Null values in a dataset and handling if any:

In this activity, we will check if there are any null values in a dataset and fill/handle them.

To know if there are any null values present in a dataset **isnull()** method can be used.

Input the commands as shown below to check for **null**values.

the command**ds.isnull().any()** returns true if null values are present.

Here, the dataset which we have used doesn’t have any null values.

**4)Splitting data into independent and dependent variables**

**Identifying Independent & dependent variables:**

In this activity, the dependent and independent variables are to be identified. The last column (Result) in the dataset is the dependent variable which is dependent on the 30 different factors. The independent columns are considered as  x and the dependent column as y.

#splitting data as independent and dependent

#removing the index coloumn in independent and dataset

X=ds.iloc[:,1:31].values

Y=ds.iloc[:,-1].values

Print(x,y)

**Splitting the data:**

After identifying the dependent and independent variables, the dataset now has to be split into two sets, one set is used for training the model and the second set is used for testing how good the model is built. The split ratio we consider is 80% for training and 20% for testing.

#splitting data into train and test

From sklearn.model\_selection import train\_test\_split

X\_train,x\_test,y\_test=train\_test\_split(x,y,test\_size+0.2,random\_state=0)